MATLAB Companion Script for *Machine Learning* ex2 (Optional)

**Introduction**

Coursera's*Machine Learning* was designed to provide you with a greater understanding of machine learning algorithms- what they are, how they work, and where to apply them. You are also shown techniques to improve their performance and to address common issues. As is mentioned in the course, there are many tools available that allow you to use machine learning algorithms *without* having to implement them yourself. This Live Script was created by MathWorks to help *Machine Learning* students explore the data analysis and machine learning tools available in MATLAB.

**FAQ**

**Who is this intended for?**

* This script is intended for students using MATLAB Online who have completed ex2 and want to learn more about the corresponding machine learning tools in MATLAB.

**How do I use this script?**

* In the sections that follow, read the information provided about the data analysis and machine learning tools in MATLAB, then run the code in each section and examine the results. You may also be presented with instructions for using a MATLAB machine learning app. This script should be located in the ex2 folder which should be set as your Current Folder in MATLAB Online.

**Can I use the tools in this companion script to complete the programming exercises?**

* No. Most algorithm steps implemented in the programming exercises are handled automatically by MATLAB machine learning functions. Additionally, the results will be similar, but not identical, to those in the programming exercises due to differences in implementation, parameter settings, and randomization.

**Where can I obtain help with this script or report issues?**

* As this script is not part of the original course materials, please direct any questions, comments, or issues to the *MATLAB Help* discussion forum.

Logistic Regression

In this Live Script, logistic regression models are implemented using the fitglm and fitclinear functions from the [Statistics and Machine Learning Toolbox](https://www.mathworks.com/products/statistics.html). A quick tutorial is also included on the *Classification Learner App*, which provides a graphical interface for creating classification models.

**Files needed for this script**

* ex2data1.txt - Training set for logistic regression with one variable
* ex2data2.txt - Training set for logistic regression with polynomial features
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Logistic Regression with Two Variables

This section covers the MATLAB implementation of logistic regression in two dimensions corresponding to the first part of ex2. Recall that the file ex2data1.txt contains scores for two exams in addition to a binary variable which denotes whether students were admitted to a university. In this section we obtain a logistic regression model to predict admission probability using the fitglm function.

**Load the data into a table and preview the data**

Run the code below to load the data into a table. The first two columns (variables) will contain the exam scores and the third column the admission labels which we convert to logical values. We also compute some summary statistics on the three variables. After the table is displayed used the sort and filter controls (see the ex1 companion script for more information on table variables) to view only the scores of students that were admitted (Admitted = 'true') or denied. Are the results what you would expect?

clear;

data = readtable('ex2data1.txt');

data.Properties.VariableNames = {'Exam1','Exam2','Admitted'};

data.Admitted = logical(data.Admitted)

summary(data)

**Train the model using fitglm**

Logistic regression models fall under a larger class of linear models referred to as *generalized linear models* in MATLAB. To train a generalized linear model, we use the [fitglm](https://www.mathworks.com/help/stats/fitglm.html) function. Run the code in this section to train a logistic regression model on the exam data. The result is a [GeneralizedLinearModel](https://www.mathworks.com/help/stats/generalizedlinearmodel-class.html) variable which contains all of the information about the model. Note that to obtain a *logistic* regression model from fitglm, we set the Distribution parameter to binomial as in the code below:

logMdl = fitglm(data,'Distribution','binomial')

Note the form of the model displayed in the output above. This is short-hand for
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where *x* includes the two exam scores and a bias term. As with the linear regression models trained in the ex1 companion script by fitlm, a bias term is added automatically by fitglm.

**Predict the training accuracy and probability of admission**

Recall that a prediction of admission corresponds to a predicted probability > 0.5. Run the code below to extract the *θ* values from the trained model, predict the probability of admission, and compute the training accuracy. Compare with your results from ex2.

theta = logMdl.Coefficients.Estimate

% Predict the probability for a student with scores of 45 and 85

prob = predict(logMdl,[45 85]);

fprintf('For a student with scores 45 and 85, we predict an admission probability of %f\n\n', prob);

% Compute the training accuracy

Admitted = predict(logMdl,data) > 0.5;

fprintf('Train Accuracy: %f\n', mean(double(Admitted == data.Admitted)) \* 100);

**Visualize the decision boundary**

Run the code below to create a grid of exam scores and recreate the decision boundary plot from ex2. A local function, plotMdlData, has been included at the end of this script to create the plot.

figure; hold on;

% Plot the positive and negative examples

plotMdlData(data);

% Plot the decision boundary

xvals = [min(data.Exam1), max(data.Exam1)];

yvals = -(theta(1)+theta(2)\*xvals)/theta(3);

plot(xvals,yvals); hold off;

ylim([min(data.Exam2),max(data.Exam2)]);

% Labels and Legend

xlabel('Exam 1 score')

ylabel('Exam 2 score')

legend('Admitted','Not admitted','Decision Boundary')

hold off;

**Note:** If you have difficulty reading the instructions below while the app is open in MATLAB Online, export this script to a pdf file which you can then use to display the instructions in a separate browser tab or window. To export this script, click on the 'Save' button in the 'Live Editor' tab above, then select 'Export to PDF'.

**Using the Classification Learner App**

In this section we provide the steps to reproduce the results of the previous section using the [*Classification Learner App*](https://www.mathworks.com/products/statistics/classification-learner.html). This app offers a graphical interface for building, training, and evaluating classification models.

**Load the data**

Run the code below to clear the workspace and reload the housing data. Then follow the instructions in the next few sections to create and train a logistic regression classifier using the app.

clear;

data = readtable('ex2data1.txt');

data.Properties.VariableNames = {'Exam1','Exam2','Admitted'};

**Open the app and select the variables**

1. In the MATLAB Apps tab, select the **Classification Learner** app from the Machine Learning section (you may need to expand the menu of available apps).
2. Select '**New Session -> From Workspace**' to start a new interactive session.
3. Under '**Data Set** **Variable'**, select '**data**' (if not already selected).
4. Under '**Response**' select '**From data set variable**' and '**Admitted**' (if not already selected).
5. Under '**Predictors**' select '**Exam1**' and '**Exam2**' (if already selected).
6. Under '**Validation**' select '**No Validation**'
7. Click the '**Start Session**' button.

**Select and train a classifier model**

There are many available classification models to choose from. In the model list the default model is 'Fine Tree'. To reproduce the logistic regression model obtained in the previous section:

1. Expand the model list and select '**Logistic Regression**' from the '**Logistic Regression Classifiers**' list.
2. Select '**Train**' to train the model.

**Evaluate the model**

After training there are several options available for evaluating the model's performance:

* The results, including training accuracy, prediction speed and training time for the selected model is shown in the '**Current Model**' pane.
* The model predictions including the predicted class and misclassified data points are visualized in the '**Scatter Plot**'. You can view the data points vs. the different predictor variables by selecting the desired variables for each axis from the '**Predictors**' list. (Exam1 and Exam2 are selected by default as there are only two predictors).
* The '**Confusion Matrix**', '**ROC Curve**', and '**Parallel Coordinates**' plots provide additional means of evaluating the model.

**Export the model**

Export and extract the trained model to the MATLAB workspace by following the steps below:

1. Select '**Export Model -> Export Model**'.
2. Select the default output variable name ('trainedModel').
3. Extract the linear model from the output variable by running the command below:

logMdl = trainedModel.GeneralizedLinearModel

The logMdl variable now contains the logistic regression model which can be used in the same manner as the model previously created by fitglm.

Logistic Regression with Polynomial Features

In the second part of ex2, you implemented a regularized logistic regression classifier model to predict whether microchips pass quality assurance based on the scores from two tests. In this section we will obtain a corresponding model using fitglm.

**Load the data**

Run the code below to load the test data and results into a table with test score variables Test1, Test2, and the binary variable Pass.

clear;

data = readtable('ex2data2.txt');

data.Properties.VariableNames = {'Test1','Test2','Pass'};

data.Pass = logical(data.Pass)

summary(data)

**Fit a logistic regression model with polynomial features and interaction terms**

Recall that the different pass/fail outcomes could not be well separated by a logistic regression classifier using only the existing features. Instead, polynomial features up to the sixth power including interaction terms were created to capture the increased complexity of the data. Below we use the fitglm function to fit a logistic regression model including these polynomial features and interaction terms. Unlike your implementation in ex2, we *will not explicitly create these terms*. Instead we'll including an additional*model specification* parameter in the call to fitglm- see the documentation for more information about [model specifications](https://www.mathworks.com/help/stats/fitglm.html#bt0dgf8-modelspec).

Run the code below to fit a logistic regression model using with polynomial features and note the form of the model returned.

logMdl = fitglm(data,'poly66','Distribution','binomial')

**Predict the test results and training accuracy**

Next we use the [predict](https://www.mathworks.com/help/stats/compactgeneralizedlinearmodel.predict.html) function compute the probability of passing for the training examples to obtain the training accuracy. Again it is assumed that a probability > 0.5 corresponds to passing. As with the model training in the previous section, there is no need to map the original features to their polynomial counterparts for prediction as we can pass the original data directly to predict.

% Compute accuracy on our training set

Pass = predict(logMdl,data) > 0.5;

fprintf('Train Accuracy: %f\n', mean(Pass == data.Pass) \* 100);

**Visualize the model and decision boundary**
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figure; hold on;

% Plot the positive and negative examples

plotMdlData(data);

% Plot the decision boundary

xvals = linspace(min(data.Test1), max(data.Test1));

yvals = linspace(min(data.Test1), max(data.Test2));

[X, Y] = meshgrid(xvals,yvals);

p = predict(logMdl,[X(:),Y(:)]);

contour(X,Y,reshape(p,size(X)),[0.5,0.5]); hold off;

% Labels and legend

xlabel('Test 1 score')

ylabel('Test 2 score')

legend('Pass', 'Fail','Decision Boundary')

Logistic Regression with Regularization

In this section, we use the [fitclinear](https://www.mathworks.com/help/stats/fitclinear.html) function train a logistic regression model *including regularization*. As the fitclinear function is generally used with *high dimensional data* (i.e. with lots of variables- like our polynomial feature model) where storing data in table variables makes less sense, it takes training data in form of numeric matrices instead.

**Load the data**

Run the code below to load the data into the feature matrix X and response vector y. We then also create the polynomial feature matrix, Xpoly.

clear;

X = load('ex2data2.txt');

y = X(:,3);

X(:,3) = [];

% Create the polynomial feature matrix up to power 6

powers = [nchoosek(0:6,2); fliplr(nchoosek(0:6,2));1 1;2 2;3 3]';

powers(:,sum(powers)>6) = [];

Xpoly = (X(:,1).^powers(1,:)).\*(X(:,2).^powers(2,:));

**Fit the model**

Next, we train the model using fitclinear with the regularization type set to ridge (this is the type of regularization used in ex2) and the strength given by lambda. The result is a [ClassificationLinear](https://www.mathworks.com/help/stats/classificationlinear-class.html) model variable which contains all of the information about the model. The model coefficients are found in the Bias and Beta properties of the model variable. Use the control select a value of *λ*, then examine the effect on the training accuracy and decision boundary from the results in the next two sections:

% Choose lambda and train the model

lambda = 0.001;

logMdl = fitclinear(Xpoly,y,'Lambda',lambda,'Learner','logistic','Regularization','ridge')

logMdl.Bias

logMdl.Beta

**Predict classes using the regularized model and plot the decision boundary**

The [predict](https://www.mathworks.com/help/stats/classificationlinear.predict.html) function is used below to classify data using the ClassificationLinear model variable in the same manner as with GeneralizedLinearModel variables. However, the predict function will return a*class label* instead of probability score. If needed, we obtain the probaibility scores by requesting a second output from predict. See the code below used to plot the decision boundary. When you are done, try re-training the model using a different value of lambda and examine the effects. Which model do you think will generalize the best?

% Obtain the class labels and compute the training accuracy

Pass = predict(logMdl,Xpoly);

fprintf('Train Accuracy: %f\n', mean(Pass == y) \* 100);

% Plot the positve and negative examples

figure; hold on;

plotMdlData(array2table([X y],'VariableNames',{'Test1','Test2','Pass'}));

% Plot the decision boundary

xvals = linspace(min(X(:,1)), max(X(:,1)));

yvals = linspace(min(X(:,2)), max(X(:,2)));

[Xgrid, Ygrid] = meshgrid(xvals,yvals);

Xpolygrid = (Xgrid(:).^powers(1,:)).\*(Ygrid(:).^powers(2,:));

[~,Score] = predict(logMdl,Xpolygrid); % Obtain the probability scores

contour(Xgrid,Ygrid,reshape(Score(:,2),size(Xgrid)),[0.5,0.5]); hold off;

% Labels and legend

xlabel('Test 1 score')

ylabel('Test 2 score')

legend('Pass', 'Fail','Decision Boundary')

Local Functions:

**plotMdlData**

plotMdlData is used to plot the positive and negative examples for the data sets for better comparison with the plots in ex2.

function [] = plotMdlData(data)

% Reproduce the plots from ex2 with positive and negative results for an input table

% Extract variable names from 3 column table

varNames = data.Properties.VariableNames;

% Plot the data with + for true and 0 for false examples

inds = data.(varNames{3}) == 1;

plot(data.(varNames{1})(inds), data.(varNames{2})(inds), 'k+','LineWidth', 2, 'MarkerSize', 7);

inds = data.(varNames{3}) == 0;

plot(data.(varNames{1})(inds), data.(varNames{2})(inds), 'ko', 'MarkerFaceColor', 'y','MarkerSize', 7);

end